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The @Execute function explained

In order to explain how the @Execute function works we chose a typical BI use case that is identifying and understanding the products that perform best. Rather than trying to answer the business question with one single SQL query we break down the question and proceed in two steps.

In the first step we run a query that lists the primary keys of the best performing products. That preliminary query is formulated through a SQL list of values in the data foundation or in the business layer. It encapsulates the business rule that defines what an over-performing product is and therefore the query will be more or less complex depending on that rule. A simple way of evaluating products performance is to extract the top ten products based upon the total amount sold. Another way is to find the products which total sales exceed the sales average of their category. We will implement the latter rule in our coming exercise.

In the second step we run a subsequent query that returns the product related attributes and/or facts filtered with the product keys obtained from the first step. That main query is expressed through the query panel in a usual fashion.

Let us put our example into practice using a Microsoft SQL server database that stores sales orders. Here is what the data foundation looks like in the information design tool.

Within that data foundation we define a SQL list of values in order to obtain the products which total ordered amount is two times above the average of their respective categories.
Then in the business layer we add a filter that invokes the list of values through the @Execute function.

![Filter: Products 2 times above their category average](image)

When used in the query panel, the filter will be automatically and under the cover transformed by the Business Objects query engine into the following SQL predicate:

```
PRODUCT.PRODUCT_ID in (35, 33, 2, 5, 20)
```

Here is an example of query using the product filter:

<table>
<thead>
<tr>
<th>Category Name</th>
<th>Line Name</th>
<th>Product Id</th>
<th>Product Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>Tennis</td>
<td>Sports</td>
<td>2</td>
<td>Slamit Tennis Racket</td>
</tr>
<tr>
<td>Golf</td>
<td>Sports</td>
<td>5</td>
<td>Berta Golf Clubs</td>
</tr>
<tr>
<td>Home Theater</td>
<td>Electronics</td>
<td>20</td>
<td>Speaker System</td>
</tr>
<tr>
<td>Appliances</td>
<td>Electronics</td>
<td>33</td>
<td>Dishwasher</td>
</tr>
<tr>
<td>Bikes</td>
<td>Sports</td>
<td>35</td>
<td>Descent Competition Bicycle</td>
</tr>
</tbody>
</table>

We found five products that over performs relative to their category average.

One might think that an alternative solution is to define a derived table “Products 2 times above average”. Such derived table will not work knowing that Microsoft SQL Server like other databases does not support a sub-query that contains a WITH clause.

The backup file SPL_Warehouse.bak of the database we used for this example can be downloaded from: [http://www.sdn.sap.com/irj/scn/go/portal/prtroot/docs/library/uuid/7029cd48-01a3-2e10-b18e-b770c9f37a57?QuickLink=index&51887500359053](http://www.sdn.sap.com/irj/scn/go/portal/prtroot/docs/library/uuid/7029cd48-01a3-2e10-b18e-b770c9f37a57?QuickLink=index&51887500359053)
Working with an SAP HANA analytical view

Throughout this chapter we will use data from SAP Profitability Analysis (CO-PA) a sub module of the controlling (CO) module. Using the SAP HANA Studio, we modeled the analytical view CEA1 on top of the CE1IDEA table.

Time filter

Among the most common requests related to time is the ability to get the current period based upon the system date, so that one can automatically fetch the latest data. Let us see how we can build a current period filter on a CO-PA analytical view.

In addition to the CEA1 analytical view, we store the business periods with their date intervals in a SAP HANA column table.

<table>
<thead>
<tr>
<th>Name</th>
<th>SQL Data Type</th>
<th>Dim</th>
<th>Column Store Data Type</th>
<th>Key</th>
<th>Not Null</th>
</tr>
</thead>
<tbody>
<tr>
<td>PERIOD</td>
<td>NVARCHAR</td>
<td>7</td>
<td>STRING</td>
<td>X(1)</td>
<td>X</td>
</tr>
<tr>
<td>YEAR</td>
<td>NVARCHAR</td>
<td>4</td>
<td>STRING</td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>PER_OF_YEAR</td>
<td>NVARCHAR</td>
<td>3</td>
<td>STRING</td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>BEGIN_DATE</td>
<td>DATE</td>
<td></td>
<td>DAYDATE</td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>END_DATE</td>
<td>DATE</td>
<td></td>
<td>DAYDATE</td>
<td>X</td>
<td></td>
</tr>
</tbody>
</table>

Using the information design tool, we include the SAP HANA analytical view in a data foundation.

In the business layer, we create the following filter that for now does not use the @Execute function. The filter consists of a SQL predicate involving a non-correlated sub-query.

```sql
WHERE @Select(CO-PA Actuals:\Period) = ( SELECT PERIOD FROM MDA.PER WHERE BEGIN_DATE <= NOW() AND END_DATE >= NOW() )
```
We define a query to get the net revenue by material and sales organization for the current period.

<table>
<thead>
<tr>
<th>Material Id</th>
<th>Material Description</th>
<th>Sales Organization</th>
<th>Net Revenue</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

We copy the SQL script generated behind the scene by the information design tool, and go back to SAP HANA Studio in order to obtain the explain plan of the above query.

The query plan does not look optimal. The question is: can we make the query simpler? Now comes the time to implement the two-step approach. For that we define the first-step query in a SQL list of values in the data foundation. The goal here is to retrieve the current period.

The SQL List of Values: CUR_PERIOD

We modify the filter “Current Period” so that it references the list of values we have just defined.

Such filter if you run the Validate command will return an error because the information design tool parser assumes multiple values. However the filter will work when used in a query. In order to get rid of the validation error, one can substitute the equal operator with the IN operator.
After copying the SQL scripts of the list of values (1st step) and the main query (2nd step) and after analyzing them in SAP HANA Studio we obtain the following plans.

Explain plan for the 1st-step query

<table>
<thead>
<tr>
<th>OPERATOR_NAME</th>
<th>OPERATORDETAILS</th>
<th>EXECUTIONENGINE</th>
</tr>
</thead>
<tbody>
<tr>
<td>COLUMN SEARCH</td>
<td>PER_PERIOD</td>
<td>COLUMN</td>
</tr>
<tr>
<td>COLUMN TABLE</td>
<td>FILTER_CONDITION: TO_TIMESTAMP(PERBEGIN_DATE) &lt;= CURRENT_TIMESTAMP...</td>
<td>COLUMN</td>
</tr>
</tbody>
</table>

Explain plan for the 2nd-step query

<table>
<thead>
<tr>
<th>OPERATOR_NAME</th>
<th>OPERATORDETAILS</th>
<th>EXECUTIONENGINE</th>
</tr>
</thead>
<tbody>
<tr>
<td>COLUMN SEARCH</td>
<td>TABLE_1.MATNR, TABLE_1.MATNR.DESCRIPTION, TABLE_1.VKORG, SUM(TABLE_1.NETRE...</td>
<td>COLUMN</td>
</tr>
<tr>
<td>Aggregation</td>
<td>TABLE_1.MATNR, TABLE_1.MATNR.DESCRIPTION, TABLE_1.VKORG, AGGREG...</td>
<td>COLUMN</td>
</tr>
<tr>
<td>COLUMN VIEW</td>
<td>FILTER_CONDITION: TABLE_1.PERIOD = '2012011'</td>
<td>COLUMN</td>
</tr>
</tbody>
</table>

The implementation of the @Execute function in this example results in simpler queries thus improving the query performance.

Beyond the filter “Current Period”, the business user needs a “Last n Periods” filter in order to track the latest trend. That can be achieved with another filter. Let us see how.

We first enter in the data foundation a list of time window sizes that the business user can choose from when prompted for the number of periods required in his report.

![Static list of values: TIME_WINDOW_SIZE](image)

We then define, still in the data foundation, the prompt requesting a number of periods.
We set the default value to 12.
We define a SQL list of values that retrieves the last \( n \) periods, \( n \) being the number of periods supplied by the answer to the prompt that we created previously.

Finally, we add in the business layer the following filter.

That filter can be used in the query panel the same way we used the “Current Period” filter in our first example.
There are many kinds of time windows needed for BI purposes. We just scratched the surface with the above examples. One can go further by defining time windows in a table as we did in SAP HANA Studio with the PER_VIEW column table presented next.

<table>
<thead>
<tr>
<th>Table Name</th>
<th>Schema</th>
<th>Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>PER_VIEW</td>
<td>MDA</td>
<td>Column Store</td>
</tr>
</tbody>
</table>

The begin and end periods defining the period interval are stored together in the column RANGE as if it was an array of two periods in order to make only one call to the table. Let us define a SQL list of values to get the types of time views available.

```
SELECT distinct VIEW FROM MDA.PER_VIEW ORDER BY 1
```

We then define a prompt allowing the end-user to select the time view needed. We decided to choose Year-To-Date as the default time view.
Using another SQL list of values, we write the select statement that returns the range of periods corresponding to the current period and for a given time view. In the illustration below we answered Year-To-Date to the prompt from the Preview command.

Finally we invoke the SQL list of values TIME_VIEW through a filter using the @Execute function.

When invoking the same @Execute command twice as shown in the above expression, the underlying query is run only once and the replacement in the filter expression is done twice by the Business Objects engine.

User-based filter

Another requirement is to restrict the data based upon the logged-on user. The need may be to simply help the user focus on the data corresponding to his scope of responsibility or interest. Or for security reason we need to limit the user to a given subset of the data. We will develop next how that can be achieved using the @Execute function.

Our SAP HANA database includes a column table that lists for each BI user the sales organizations he has access to.
We define a SQL list of values that restricts the USER_SORG table using the system variable BOUSER. The output of that query is the list of ids for the organizations that the current user is allowed to see.

We can now reference this restricted list from a filter using the @Execute function.

If needed, we can enforce the user-based filter by making it mandatory. If we do, any query based on that universe will be restricted with respect to the sales organizations that were granted to the BI user.

Percent of total
The use cases we have seen so far involve the new @Execute function for filtering purposes. However filtering is not the only application of the @Execute function as we are going to see next.

The business user requests a report that evaluates how much his own product portfolio contributes to the revenue of the company. We can answer that question by computing first the overall revenue using a list of values like this.
We then invoke that list of values in a measure.

![Measure: Net Grand Total](image)

We explicitly specified the analytical view in the Extra Tables box. When validating the measure alone SAP HANA will return an error, but when used in a query along with a measure that uses an aggregation function, the measure will work as expected as shown below.

![Data Preview](image)

From WebI, we apply a local formula to get the ratio of net revenue over the grand total.

![Local formula](image)
Trend Alert with Teradata

The trend alert scenario we will cover in this chapter is about finding time series patterns like cost increasing n times in a row or sales decreasing n times in a row. In order to perform such analysis we will leverage the Teradata SQL extension: RESET WHEN.

Our Teradata schema includes shop sales measures by article and by week. Assuming we have a relational connection set up against the Teradata server, we build a data foundation as the one shown below.

Then, still within the data foundation, we define a SQL list of values to get the ids of the articles that have a shrinking margin over weeks nine times in a row.

Finally in the business layer, we define a filter that references the list of values we have just created.
Here is the query showing the articles which margin has decreased 9 weeks in a row.

<table>
<thead>
<tr>
<th>Article Id</th>
<th>Article Label</th>
</tr>
</thead>
<tbody>
<tr>
<td>158152</td>
<td>Blazer</td>
</tr>
<tr>
<td>159705</td>
<td>Jet Pearl Choker</td>
</tr>
<tr>
<td>167042</td>
<td>Long-Sleeved Stitch Shirt</td>
</tr>
<tr>
<td>168230</td>
<td>Lycra Trousers</td>
</tr>
<tr>
<td>160556</td>
<td>Spotty Leggings</td>
</tr>
<tr>
<td>171910</td>
<td>Violon T-Shirt</td>
</tr>
</tbody>
</table>

If we check the trend data by computing the number of decreases in a row for the article #160556, we observe that it indeed went down 9 times in a row.

<table>
<thead>
<tr>
<th>WEEK_ID</th>
<th>MARGIN</th>
<th>DECREASES_IN_A_ROW</th>
</tr>
</thead>
<tbody>
<tr>
<td>181</td>
<td>681.00</td>
<td>0</td>
</tr>
<tr>
<td>182</td>
<td>1153.10</td>
<td>0</td>
</tr>
<tr>
<td>183</td>
<td>1079.70</td>
<td>1</td>
</tr>
<tr>
<td>184</td>
<td>722.10</td>
<td>2</td>
</tr>
<tr>
<td>185</td>
<td>521.00</td>
<td>3</td>
</tr>
<tr>
<td>186</td>
<td>390.20</td>
<td>4</td>
</tr>
<tr>
<td>187</td>
<td>307.40</td>
<td>5</td>
</tr>
<tr>
<td>188</td>
<td>209.70</td>
<td>6</td>
</tr>
<tr>
<td>189</td>
<td>203.80</td>
<td>7</td>
</tr>
<tr>
<td>190</td>
<td>104.00</td>
<td>8</td>
</tr>
<tr>
<td>191</td>
<td>72.80</td>
<td>9</td>
</tr>
</tbody>
</table>
Team Members

Another application of the `@Execute` function is to extract a subset from a parent-child hierarchy like the team members of a given employee for instance. To illustrate that use case, we chose the Microsoft demo database ‘Adventure Works’ which includes among many other tables the DimEmployee table.

First of all we insert in the data foundation the FactResellerSales table with some of its related tables including the DimEmployee table.

We then define a SQL list of values that retrieves the list of supervisors.

![SQL List of Values: SUPERVISORS](image)

We create a prompt relying on that list of values.

![Parameter: Supervisor](image)

We define a second SQL list of values in order to find the employees that belong to the team of a given employee chosen from the supervisor list.
In the example above, we found the employees from Amy Alberts' team. Instead of prompting the supervisor to be chosen we could use the system variable BOUSER as we did in our SAP HANA example thus allowing us to provide a filter 'My Team' based upon the logged on user.

Finally we build a filter using the @Execute function.

When used in a query, the filter will ask the end-user to choose a supervisor as illustrated below.
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